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ABSTRACT

In this article we focus on evolving information systems. First a delimitation of the
concept of evolution is discussed. The main result is a first attempt to a general
theory for such evolution. In this theory, the underlying data model is a parameter,
making the theory applicable for a wide range of modelling techniques.

1. Introduction

As has been argued in [18] and [7], there is a growing demand for information systems,
not only allowing for changes of their information base, but also for modifications in their
underlying structure (conceptual schema and specification of dynamic aspects). In case of
snapshot databases structure modifications lead to costly data conversions and reprogram-
ming.

The intention of an evolving information system ([6]) is to be able to handle updates
of all components of the so-called application model, containing the information structure,
the constraints on this structure, the population conforming to this structure and the possi-
ble operations. The theory of such systems should, however, be independent of whatever
modelling technique is used to describe the application model. In this paper, we discuss
a general theory for the evolution of application models. The central part of this theory
will make weak assumptions on the underlying modelling technique, making it therefore
applicable for data modelling techniques such as ER ([3]), NIAM ([16]) and PSM ([10]),



and action modelling techniques such as Task Structures ([21]), DFD ([2]) and ExSpect
([9]).

Version modelling in engineering databases can be seen as a restricted form of
evolving information systems ([14], [13]). An important requirement for evolving infor-
mation systems, not covered by version modelling systems, is that changes to the structure
can be made on-line. In version modelling, a structural change requires the replacement of
the old system by a new system. Other research regarding evolving information systems
can be found in [15], in which an algebra is presented that allows relational tables to evolve
by changing their arity.

The structure of the paper is as follows. In section 2 we describe the approach that
has been taken to the concept of evolution. We will not focus on a particular modelling
technique. In section 3 we describe what the minimal requirements of a modelling tech-
nique. By considering all elements that may be subject to evolution, we then introduce in
section 4 the application model universe, and describe what constitutes a application model
version. Finally, in section 5 the evolution of an application model is formally introduced,
and some properties of wellformedness are presented.

2. An Approach to Evolving Information Systems

In this section we discuss our approach to evolving information systems. We start with the
identification of that part of an information system that may be subject to evolution. From
this identification, the difference between a traditional information system, and its evolving
counterpart, will become clear. This is followed by a discussion on how the evolution of an
information system is modelled.

2.1. A hierarchy of models

According to [8], a conceptual (i.e. complete and minimal) specification of a universe of
discourse consists of the following components:

1. an information structure, a set of constraints and a population conforming to these
requirements.

2. a set of action specifications describing the transitions that can be performed by the
system.

The set of action specifications is referred to as the action model. The world model encom-
passes the combination of information structure, constraints and the population. A concep-
tual specification of a universe of discourse, containing both the action and world model,
is called an application model ([6], [7]). The resulting hierarchy of models is depicted in
figure 1.
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Figure 1: A hierarchy of models

2.2. An example of evolution

Traditionally, a world model consists of a fixed data model according to some data mod-
elling technique, and a population conforming to this data model. The action model de-
scribes all possible transitions on populations, and is usually modelled by means of Petri-
net like specifications (such as ExSpect or Task Structures), or languages such as SQL. The
evolvable part of the application model in these cases is restricted to the population.

Some traditional information systems do allow however, to a limited extend, mod-
ifications of other components from the application model. For example, adding a new
table in an SQL system is easily done. However, changing the arity of a table, or some of
its attributes, will result in a time consuming table conversion, which also leads to loss of
the old table! In an evolving information system, the entire application model is allowed to
evolve on-line, without loss of any information.

As an illustration of an evolving universe of discourse, consider a rental store, for
audio records (LP’s). In this store a registration is maintained of the songs that are recorded
on the available LP’s. In order to keep track of the wear and tear of LP’s, the number
of times an LP has been lent is registered. The information structure and constraints of
this universe of discourse are modelled in figure 2 in the style of ER, according to the
conventions of [23]. Note the special notation of attributes (�����) using a mark symbol (#)
followed by the attribute (# �����).

An action specification in this example is the rule ������	�
, stating that whenever a
new LP is added to the assortment of the store, it’s lending frequency must be set to �:

����� ������	�
 =
���� ��� ��� � �

��� ��� � ��� ���������	�
����� �� �	�
������ �

This action specification is in the style of Lisa-D ([11]). Note that the keyword ‘���’ con-
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Figure 2: The Data Model of an LP rental store

nects object types to relation types, and the keyword ‘��’ just the other way around.
After the introduction of the compact disc, and its conquest of a sizeable piece of the

market, the rental store has transformed into an ‘LP and CD rental store’. This leads to the
introduction of object type Medium as a generic term for LP’s and CD’s. The relation type
Medium-type effectuates the subtyping of Medium into LP and CD. In the new situation,
the registration of songs on LP’s is extended to cover CD’s as well. The frequency of
lending, however, is not kept for CD’s, as CD’s are hardly subject to any wear and tear. As
a consequence, the application model has evolved to figure 3.
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Figure 3: The Data Model of a LP and CD rental store

The action specification ������	�
 evolves accordingly, now stating that whenever a
medium is added to the assortment of the rental store, it’s lending frequency is set to �



provided the medium is an LP:

����� ������	�
 =
���� ���  ����!� � �

�� ��� � ����

��� ��� � ��� ���������	�
����� �� �	�
������ �

2.3. The approach

The two ER schemata, and the two action specifications, as discussed above, correspond
to two distinct snapshots of an evolving universe of discourse. Several approaches can be
taken to the modelling of this evolution. A first approach is to model the history of appli-
cation model elements by adding birth-death relations to all object types in the information
structure ([19]). This approach, however, is very limited, as it only enables the modelling
of evolution of the population of an information system. For example, the evolution of the
Recording relation type can not be modelled in this approach. Evolution of other applica-
tion model elements than population, can then be descibed by a meta model approach.

This paper takes another approach, and treats evolution of an application model as
a separate concept. There still are two alternatives to deal with the history of application
models. The first one is to maintain a version history of application models in their entirety,
leading to a sequence of snapshots of application models. The second one is to keep a
version history per element, so keeping track of the evolution of object types, instances,
methods, etc.

An advantage of this second alternative is that it enables one to state rules about,
and query the evolution of distinct objects. This alternative also allows for the formulation
of rules concerning the well formedness of the evolution of application model elements
([17]). The first alternative clearly does not offer this oppertunity, as it does not provide
relations between successive versions of the application model.

Furthermore, the snapshot view from the first alternative can be derived by con-
stituting the application model version of any point of time from the current versions of
its components. In the theory of evolving application models we will therefore adapt the
second alternative.

An application model element history describes the history of an application model
element, and is seen as a partial function assigning to points of time the actual occurrence
(version) of the element. For example, when CD’s are added to the assortment of the
rental store, the version of the application model element "���	���� changes from a relation
type that registrates songs on LP’s to a relation type that registrates songs on Media. An
application model history is a set of application model element histories. The current
version of an application model then is constituted by the current versions of all application
model elements.



3. A World Model for Application Models

In this section we take a closer look at application models, and define what constitutes an
application model version. An application model version is formulated conforming to some
modelling technique. The only assumption on this modelling technique is, that it delimits
an application model universe, i.e., the space for the evolution of application models.

3.1. The Information Structure Universe

The kernel of the application model universe is formed by the information structure uni-
verse ��� � ���� �����, fixing the evolution space for information structures. Further
refinements of the information structure universe depend on the chosen data modelling
technique (such as NIAM, ER, PSM and Object Oriented data models), and are beyond the
scope of the theory in this paper. For our purposes, an information structure universe is
assumed to provide (at least) the above components, which are available in all conventional
high level data modelling techniques.

3.1.1. Object Types

The central part of an information structure is formed by its object types (referred to as
object classes in object oriented approaches). Two major classes of object types are distin-
guished. Object types who’s instances can be represented directly (denoted) on a medium
(strings, natural numbers, etc) form the class of label types �. The other object types, for
instance entity types or fact (relation) types, form the class � . The example of figure 2
contains nine object types: three entity types "���	�, #��� and �	�
�����, two relation types
"���	���� and ���������	�
�����, and four label types �����, �	����, �����	 and ��!��.

3.1.2. Type Relatedness

For object types, the (reflexive and symmetrical) relation � expresses type relatedness be-
tween object types (see [12]). Object types � and � are termed type related (� � �) iff pop-
ulations of object types � and � may have values in common. Type relatedness corresponds
to mode equivalence in programming languages ([22]). The relation of type relatedness
can be recognised in conventional modelling techniques like ER, NIAM, or PSM, as well
as object oriented data modelling techniques. Typically, subtyping and generalisation lead
to type related object types. For the data model depicted in figure 2, the type relatedness
relation is the identity relation: � � � for all object types �.

3.1.3. The Identification Hierarchy

In data modelling, a crucial role is played by the notion of object identification: each object
type of an information structure should be identifiable. In a subtype hierarchy however, a
subtype inherits its identification from its super type, whereas in a generalisation hierarchy



the identification of a generalised object type is inherited from its specifiers. For the data
model depicted in figure 3 this means that instances of �$ and �� are identified in the same
way as instances of  ����!. An object type from which the identification is inherited, is
termed a parent of that object type. The inheritance hierarchy (identification hierarchy) is
provided by the relation �� �, meaning that � is the parent of �. For figure 3 this leads to:
 ����!� �$ and  ����!� ��.

Object types in an information structure that have no parent are called roots as they
form the roots of the inheritance hierarchy (a directed acyclic graph). The roots of an object
type � are found by: � "���� � ��� � � � �� �� � �	� ��� ��.

For every data model from conventional data modelling techniques, a parent (�)
and root ("����) relation can be derived. If no specialisations or generalisations are present
in that data model, the parent relation will be empty. As a result, the root relation will be
the identity relation. For instance the root relation for figure 2 is: � "���� � for every object
type �.

3.2. Properties of Information Structure Universes

Two interesting properties on the root and parent relation are:

Lemma 3.1 (common roots)
� � � 
� 	��� "���� � � � � ��

The intuition behind this property is that type relatedness must be based on the type relat-
edness of some root. Furthermore, type relatedness of roots implies type relatedness of
object types:

Theorem 3.1 (type relatedness propagation)
	�������� � �� � �� "���� � � �� "���� �� 
� � � �

These properties have been proven in [17].

4. Secondary elements of Application Models

The hierarchy of models (see figure 1) describes how an application model is constructed
from other (sub)models. However, this hierarchy disregards relations that must hold be-
tween these submodels, for example, the relation between a population and the information
structure. These relations are crucial elements of an application model, as they form the
fabric of the application model.

4.1. Application Model Universe

An application model version is bound to the application model universe � �, which is
captured in the tuple: �� ��� �� �� �� �� ��������. The information structure universe
��� was introduced in the previous section.



4.1.1. Constraints

Most data modelling techniques have a language in which constraints can be expressed,
resulting in the set � of all possible constraint definitions. Constraints are treated as appli-
cation model elements, that assign to (some) object types a particular constraint definition.
A constraint is said to be owned by an object type, if the object type has assigned a con-
straint definition by the constraint. Constraints are inherited via the identification hierarchy.
However, as in object oriented data modelling techniques, overriding of constraint defini-
tion in identification hierarchies is possible (see for instance [5]).
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Figure 4: Constraint assignment

As an illustration of the assignment of constraints to object types, consider figure
4. The depicted data model is conforming to NIAM, while the subtype defining rules
have been formulated in LISA-D. The modelled universe of discourse is concerned with
the administration of airplanes. As airplanes should be replaced in time, the age of an
airplane is an important attribute. Furthermore, an airplane may be registered by an aviation
association, in which case it has associated an admission code. The owner of registered
planes is maintained by the administration.

The graphical constraints contained in this data model, are assigned to object types
in the following way:

�� � �	���	������

�� ���� �Manufacturer.builds �
�� � ��
�	��

�� ������ � Airplane.has-as �
�� � �������������

�� ���� � Admission-code.given-to �



All these constraints are owned by a single object type. A more interesting case with respect
to inheritance results by adding the following constraint:

All airplanes must have associated a manufacturer or an age. Unregistered airplanes must have
both.

The object type assignment for this constraint is:

�� � ��
�	��

�� ���� � Airplane.build-by, Airplaine.has-as �
�� � �����������	��
�	��

�� ���� � Airplane.build-by, Airplaine.has-as �
�� � �������������	��
�	��

�� ���� � Airplane.build-by � AND TOTAL � Airplaine.has-as �

The constraint �� is considered to be owned by object types ��	�����, "������	�����	����� and
%�	������	�����	�����.

A constraint �, in an application model version, will therefore be a (usually very
sparse) partial function � � ��, providing for every object type a private definition
of the constraint. Each modelling technique will have its own possibilities to formulate
inheritance rules, thus governing the mapping �. The set of constraints in an application
model version at time � is denoted as ��.

4.1.2. Methods

The action model part of an application model version will be provided as a set of action
specifications. The set of possible action definitions (�) depends on the chosen mod-
elling technique for the action model. As for constraints, a modelling technique dependent
inheritance hierarchy can be recognized. A method � is regarded as a partial function
� � ��, assigning action specifications to object types. The set of all methods present
in an application model version is: ��.

4.1.3. Domains

The separation between concrete and abstract world is provided by the distinction between
the information structure � , and the set of underlying (concrete) domains in � ([11]).
Therefore, label types in an information structure version will have to be related to do-
mains. An application model version contains a mapping ��! � providing the relation be-
tween label types and domains. Some examples of such domain assignments, in the context
of the rental store, are: ��!�� �� �����& ����� �� #�	��� , where ����� and #�	��� are presumed to
be (names of) concrete domains.

4.1.4. Instances

The population of an information structure is not, as usual, a function that maps object
types to sets of instances. Rather, an instance is considered to be an independent thing,



which can evolve by itself. Therefore, (non empty) sets of object types are associated to in-
stances, specifying the object types having the instance as an instantiation. This association
is contained in the relation ��������� � �����, where � is the set of all possible instan-
tiations of object types. An example of such an association is:

�
	��

�
 ����!& ��

��
, meaning

	� is an (abstract) instance of entity types  ����! and ��. The population of an object type,
traditionally provided as a function 
 � �����, can be derived from the association
between instances and object types: $������ �

�
� � �

��� � ��������� � � � � �
�
.

4.1.5. Evolution dependency

Every method and constraint specification refers to (uses) a set of object types and deno-
table instances. This relation is provided in the application model universe by means of the
dependency relation (�������). The relation ������� is modelling technique dependent, but
is not subject to evolution.

The intuition behind this relation is as follows: � ������� � means that if � is not
present in an application model version, then � can not be used in that version. A conse-
quence is, that in case of evolution of application models, when � evolves to � �, then � must
be adapted appropriately.

As an example, consider the second action specification from the rental store exam-
ple. This action specification depends on object types  ����!& �� and �	�
�����. It, further-
more, depends on the domain assignment: �	�
����� �� �����. If one of the object types, or
the domain assignment, is terminated or changed, the action specification has to be termi-
nated or changed accordingly.

4.2. Application Model Versions

An application model version (��) over information structure universe � �� is determined
by the following components: �, ��, ��, ���������, ��!�. With a version of the appli-
cation model, we can associate the following version of the information structure: � � �
����� �������� where:

— �� � � ��,
— � � � � �� ,
— � �� ��� � � � �� � � �, and
— ��� ���� � � �� � � �.

As an overview of the components of an application model version, a meta model is pro-
vided in figure 5. This (meta) data model is conforming to the PSM data modelling tech-
nique, an extention of the NIAM modelling technique. The object types �� and �� in
figure 5 are power types, the data modelling pendant of power sets in set theory.

Every application model version must adhere to some rules of wellformedness.
Some of these rules are modelling technique dependent. Nonetheless, some general rules
about application model versions can be stated. In [17] a formalisation of these rules is
provided.
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Figure 5: A meta model for information structures

An object type � is called alive at a certain point of time �, if it is part of the applica-
tion model version at that point of time (� �  �). Furthermore, an object type � is termed
active at a certain point of time, if there is an instance with � as one of its associated types
(� ���������  � � � ).

A first rule of wellformedness states that every active object type must be alive as
well. This rule can be popularised as: ‘I am active, therefore I am alive’. Furthermore,
the set of object types associated to an instance must be mutually type related, as their
populations share at least this value.

From the very nature of the root relation it immediately follows that instances are
included upwards, towards the roots. As a result, every instance of an object type is also
an instance of its parents (if any). This rule has a structural pendant as well. Every living
object type should be accompanied by one of its parents (if any). If all object types in a data
model have a non empty instantiation, i.e. every object type is active, the latter (structural)
rule immediately follows from the former (population) rule. However, when some non-root
(alive) object type is not active, implying that its parent(s) do not have to be active, it does
not follow that at least one of its parents must be alive. Therefore, a rule demanding this
explicitly is required.

Constraints and methods are defined as mappings from object types to constraint
and method definitions respectively. Thus, object types that own a constraint or a method
must be alive. Furthermore, object types that own the same constraint or method, have to
be type related. Finally, due to inheritance, if a constraint is defined for a parent object
type, it must be defined for its children as well.

For populations some interesting properties have been proven [17]. An first example
states: every instance of an object type is also an instance of one of its roots.

Lemma 4.1 $������ �
�

�"���� � $������



From the nature of type relatedness it follows that the populations of roots which are not
type related are mutually exclusive. This rule can be generalised to all object types, leading
to:

Lemma 4.2 � �� � � ���� �$������� $������ � ��

For the proofs of these properties, refer to [17].

5. Evolution of Application Models

The basis of the theory for evolving application models is formed by the concept of evo-
lution continuum, capturing both dimensions of evolution of application models, being the
universe of application model and time. The evolution continuum serves as a state space
for evolutionary navigation: �� � �������

Time, essential to evolution, is incorporated into the evolution continuum through
the algebraic structure �� � �� � � �, where � is a (discrete) time axis, and � a set of
functions over � . In this paper, the time axis is regarded as an abstract data type. Several
ways of defining a time axis exist, see e.g. [4], [20] or [1]. The time axis is the axis along
which the application model evolves (through the application model universe).

An application model element history is a partial function, that assigns to points
of time the actual version of the element, and thus is a partial mapping � ���� , where
��� is the set of all evolvable elements of an application model: ����� ��������� ��!.
An application model history over an information structure universe � �� then is defined by:

Definition 5.1
��� � � ���� �

As a first rule of wellformedness, the evolution of application model elements is bound
to classes. For example, an object type may not evolve into a method, and a constraint
may not evolve into an instance. A consequence of this rule is that an application model
history can be partitioned into the history of its object types, its constraints, its methods, its
populations, and its concretisations (of label types):

Definition 5.2

object type histories:
����� �

�
� � ���

��� 	������ � �
�
,

constraint histories:
������� �

�
� � ���

��� 	������ � ��
�
,

method histories:
�	��
 �

�
� � ���

��� 	������ � ��
�

,

population histories:
���� �

�
� � ���

��� 	������ � ���������
�
,



concretisation histories:
���	 �

�
� � ���

��� 	������ � ��!�
�

. �

An application model version � � � ����� �������� is easily derived from the application
model history:

Definition 5.3

object types:
� �

�
����

��� � � ����� � ���
�

,

constraints:
�� �

�
����

��� � � ������� � ���
�
,

methods:
�� �

�
����

���� � �	��
 ����
�
,

population:
��������� �

�
����

��� � � ���� � ���
�

,

concretisations:
��!� �

�
����

��� � � ���	 � ���
�

. �

In this definition ��� is used as an abbreviation for 	� ���� �� � � �, stating that (partial)
function � is defined at time �.. As an example of evolution, the following table respresents
three object type evolutions (��� ��� �� � �����) from the rental store (see section 2):

����� �� �� ��
�� �� �� �
�� �� �� �
�� �� �� �
�� �� �� ��
�� �� �� ��

where ��� � � � � �� � � , and ��� � � � � �� �  are object types, such that:

�� � ‘Entity type: ������’
�� � ‘Fact type: ��������� �� ���� �� ������’
�� � ‘Fact type: ��������� �� ���� �� ������’
�� � Entity type: ������’

Note that the evolution step (from figure 2 to figure 3) takes place at point of time ��. Two
example instance evolutions (��� �� � ����), obeying the above schema evolution, are:
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where ��� � � � � �� � �� are instances such that:

�� � ‘Brothers in Arms’
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‘Money for nothing’� ‘Brothers in Arms’
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The interpretation of this table leads to:
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Figure 6: A meta model for the evolution system

As an outline of the hitherto defined concepts, a (meta) data model, relating all
defined concepts, is provided in figure 6. The data model depicted there is conform the PSM
modelling technique, and uses the notion of schema objectifications (object type ���),
and powertyping (object type ��� ). The population of an objectified schema at hand is



to be looked upon as one single abstract object instance of the object type corresponding
to the objectified schema. Powertyping is, as stated before, the data modelling pendant of
powersets from set theory.

6. Conclusions and Further research

In this paper we presented a first attempt to a general theory for the evolution of application
models, supporting evolving information systems. As a next step a set of well formedness
rules on evolution steps has to be defined, since not all evolution steps of application models
will correspond to sensible/valid evolution steps in an actual universe of discourse.

Furthermore, in order to validate the theory, it must be applied to some modelling
techniques. In the near future we will therefore apply this theory to PSM, a data mod-
elling technique serving as a common base for data modelling techniques such as NIAM,
ER, and IFO, and to Task Structures, a powerfull action modelling technique. A query
and manipulation language must be defined supporting the evolution of information sys-
tems. Finally, the consequences of evolution for the internal representation of information
structures should be studied.
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